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**Завданная**

### 1.1 Індивідуальне завдання

Спроектувати та реалізувати класи для представлення сутностей [попередньої лабораторної роботи](http://iwanoff.96.lt/oop_kn/LabTraining01.html). Слід створити два похідних класи від класу, який представляє основну сутність. Один клас повинен бути доповненим можливостями читання даних з відповідно підготовленого текстового файлу та запису цих даних в інший файл після сортування. Другий клас повинен реалізовувати читання даних з XML-документу, зберігати дані в структурах, які автоматично створюються за допомогою технології зв'язування даних, та запис даних в інший XML-документ після сортування.

Окрім роботи з файлами повинно бути реалізоване виведення результатів у консольне вікно.

### 1.2 Сортування цілих

Реалізувати програму читання з текстового файлу цілих додатних значень (числа розділені пробілами, слід читати до кінця файлу), занесення цих чисел у масив, сортування за зменшенням та за збільшенням суми цифр та зберігання обох результатів у двох нових текстових файлах. Перелічені дії реалізувати в окремій статичній функції. Для визначення порядку сортування створити класи, які реалізують інтерфейс Comparator.

### 1.3 Реалізація серіализації й десеріализації

Описати класи Студент і Академічна група (з полем - масивом студентів). Створити об'єкти, здійснити їх бінарну серіалізацію й десеріалізацію, а також серіалізацію й десеріалізацію в XML.

### 1.4 Список файлів усіх підкаталогів

Увести з клавіатури ім'я певної теки. Вивести на екран імена усіх файлів цієї теки, а також усіх файлів підкаталогів, їхніх підкаталогів тощо. Реалізувати виведення через рекурсивну функцію. Якщо тека не існує, вивести повідомлення про помилку.

**Хід роботи**

### 1.1 Індивідуальне завдання

*Код програми 1.1:*

**День**

**package** lab2.individual;  
  
**import** java.util.StringTokenizer;  
  
**public class** Day **implements** Comparable<Day> {  
 **private** String **data**;  
 **private double temperature**;  
 **private** String **comments**;  
  
  
 **public** Day() {  
 }  
  
 **public** Day(String data, **double** temperature, String comments) {  
 **this**.**data** = data;  
 **this**.**temperature** = temperature;  
 **this**.**comments** = comments;  
 }  
  
 @Override  
 **public** String toString() {  
 **return "Дата: "** + getData() + **"\nТемпература равна "** + getTemperature() +  
 **" градусов\nКомментарий: "** + getComments();  
 }  
  
 @Override  
 **public boolean** equals(Object obj) {  
 **if** (**this** == obj) {  
 **return true**;  
 }  
 **if** (obj == **null** || !(obj **instanceof** Day)) {  
 **return false**;  
 }  
 Day c = (Day) obj;  
 **return** c.getData() == getData() &&  
 c.getTemperature() == getTemperature() &&  
 c.getComments().equals(getComments());  
 }  
  
 **public** String getComments() {  
 **return comments**;  
 }  
  
 **public void** setComments(String comments) {  
 **this**.**comments** = comments;  
 }  
  
 **public double** getTemperature() {  
 **return temperature**;  
 }  
  
 **public void** setTemperature(**double** temperature) {  
 **this**.**temperature** = temperature;  
 }  
  
 **public** String getData() {  
 **return data**;  
 }  
  
 **public void** setDatd(String data) {  
 **this**.**data** = data;  
 }  
  
  
 **public int** kolvosim() {  
 **int** m = **comments**.length();  
 **return** m;  
 }  
  
 **public boolean** containsWord(String word) {  
 StringTokenizer st = **new** StringTokenizer(getComments());  
 String s;  
 **while** (st.hasMoreTokens()) {  
 s = st.nextToken();  
 **if** (s.equalsIgnoreCase(word)) {  
 **return true**;  
 }  
 }  
 **return false**;  
 }  
  
 **public boolean** containsSubstring(String substring) {  
 **return** getComments().toUpperCase().indexOf(substring.toUpperCase()) >= 0;  
 }  
  
 **private void** testWord(String word) {  
 **if** (containsWord(word)) {  
 System.***out***.println(**"Слово \""** + word + **"\" міститься у коментарі"**);  
 } **else** {  
 System.***out***.println(**"Слово \""** + word + **"\" не міститься у коментарі"**);  
 }  
 **if** (containsSubstring(word)) {  
 System.***out***.println(**"Текст \""** + word + **"\" міститься у коментарі"**);  
 } **else** {  
 System.***out***.println(**"Текст \""** + word + **"\" не міститься у коментарі"**);  
 }  
 }  
  
 @Override  
 **public int** compareTo(Day c) {  
 **return** Double.*compare*(getTemperature(), c.getTemperature());  
 }  
  
 **public static void** main(String[] args) {  
 Day days = **new** Day(**"20.05.17"**, 22.5,  
 **"Облачно с прояснениями"**);  
 days.testWord(**"Облачно"**);  
 days.testWord(**"Облако"**);  
 days.testWord(**"Ясно"**); }}

**Погода**

**package** lab2.individual;  
  
  
**import** java.util.Arrays;  
**import** java.util.Comparator;  
  
  
  
**public abstract class** AbstractPogoda {  
 **abstract public** String getSezon();  
 **abstract public void** setSezon(String sezon);  
 **abstract public** String getCom();  
 **abstract public void** setCom(String com);  
 **abstract public void** addDays(Day day);  
 **abstract public void** sortByTemp();  
 **abstract public void** sortByComments();  
 **abstract public void** clearDay();  
 **abstract public int** daysCount();  
 **abstract public** Day getDays(**int** index);  
 **abstract public void** setDay(**int** i, Day day);  
 **abstract public boolean** readFromFile(String fileName);  
 **abstract public boolean** writeToFile(String fileName);  
  
 **public static** Day[] addToArray(Day[] arr, Day item) {  
 Day[] newArr;  
 **if** (arr != **null**) {  
 newArr = **new** Day[arr.**length** + 1];  
 System.*arraycopy*(arr, 0, newArr, 0, arr.**length**);  
 }  
 **else** {  
 newArr = **new** Day[1];  
 }  
 newArr[newArr.**length** - 1] = item;  
 **return** newArr;  
 }  
  
 **public double** sered\_temp() {  
 **double** sum = 0;  
 **for** (**int** i = 0; i < daysCount(); i++) {  
 sum += getDays(i).getTemperature();  
 }  
 **return** sum / daysCount();  
 }  
  
  
 **public** String maxTemp() {  
 Day max = getDays(0);  
 **for** (**int** i = 1; i < daysCount(); i++) {  
 **if** (max.getTemperature() < getDays(i).getTemperature()) {  
 max = getDays(i);  
 }  
 }  
 **return** max.getData();  
 }  
  
 **public** String maxComment() {  
 Day max = getDays(0);  
 **for** (**int** i = 1; i < daysCount(); i++) {  
 **if** (max.kolvosim() < getDays(i).kolvosim()) {  
 max = getDays(i);  
 }  
 }  
 **return** max.getData();  
 }  
  
 **public** Day[] findWord(String word) {  
 Day[] result = **null**;  
 **for** (**int** i = 0; i < daysCount(); i++) {  
 Day days = getDays(i);  
 **if** (days.containsWord(word)) {  
 result = *addToArray*(result, days);  
 }  
 }  
 **return** result;  
 }  
  
 **public void** showData(String title) {  
 System.***out***.println(title);  
 System.***out***.println(getSezon() + **" "** + getCom());  
 **for** (**int** i = 0; i < daysCount(); i++) {  
 System.***out***.println(getDays(i).getData() + **" "** + getDays(i).getTemperature() + **" "** + getDays(i).getComments());  
 }  
 System.***out***.println();  
 }  
  
  
 **protected void** test(String inFileName, String outFileName) {  
 readFromFile(inFileName);  
 showData(**"Выходные данные:"**);  
 System.***out***.println(**"Максимальная температура: "** + maxTemp());  
 System.***out***.println(**"Самый длинный комментарий: "** + maxComment());  
 sortByTemp();  
 showData(**"Сортировка по температуре:"**);  
 sortByComments();  
 showData(**"Сотрировка за алфавитом комментария:"**);  
 writeToFile(outFileName);  
 }  
}

*Клас TextFilePogoda*

**package** lab2.individual;  
  
**import** java.io.\*;  
**import** java.util.Arrays;  
**import** java.util.Scanner;  
**import** java.util.Comparator;  
  
**public class** TextFilePogoda **extends** AbstractPogoda {  
 **private** String **sezon**;  
 **private** String **com**;  
 **private** Day[] **days**;  
  
  
 @Override  
 **public** String getSezon() {  
 **return sezon**;  
 }  
  
 @Override  
 **public void** setSezon(String sezon) {  
 **this**.**sezon** = sezon;  
 }  
  
 @Override  
 **public** String getCom() {  
 **return com**;  
 }  
  
 @Override  
 **public void** setCom(String com) {  
 **this**.**com** = com;  
 }  
  
 @Override  
 **public void** addDays(Day day) {  
 **days** = *addToArray*(**days**, day);  
 }  
  
 @Override  
 **public void** sortByTemp() {  
 Arrays.*sort*(**days**, **new** CompareByTemp());  
 }  
  
 @Override  
 **public void** sortByComments() {  
 Arrays.*sort*(**days**, **new** CompareByComments());  
 }  
  
 @Override  
 **public void** clearDay() {  
 **days** = **new** Day[0];  
 }  
  
 @Override  
 **public int** daysCount() {  
 **return days**.**length**;  
 }  
  
 @Override  
 **public** Day getDays(**int** index) {  
 **return days**[index];  
 }  
  
 @Override  
 **public void** setDay(**int** i, Day day) {  
 **days**[i] = day;  
 }  
  
 @Override  
 **public boolean** readFromFile(String fileName) {  
 **try** (Scanner scanner = **new** Scanner(**new** FileReader(fileName))) {  
 setSezon(scanner.next());  
 setCom(scanner.nextLine());  
 **while** (scanner.hasNext()) {  
 String data = scanner.next();  
 **double** temperature = scanner.nextDouble();  
 String com = scanner.nextLine();  
 addDays(**new** Day(data, temperature, com));  
 }  
 }  
 **catch** (IOException ex) {  
 **return false**;  
 }  
 **return true**;  
 }  
  
 @Override  
 **public boolean** writeToFile(String fileName) {  
 **try** (PrintWriter out = **new** PrintWriter(**new** FileWriter(fileName))) {  
 out.println(getSezon() + **" "** + getCom());  
 **for** (Day day : **days**) {  
 out.print(day.getData() + **" "** + day.getTemperature());  
 out.println(day.getComments());  
 }  
 }  
 **catch** (IOException e) {  
 **return false**;  
 }  
 **return true**;  
 }  
  
 **class** CompareByTemp **implements** Comparator<Day> {  
  
 **public int** compare(Day c1, Day c2) {  
 **return** Double.*compare*(c1.getTemperature(), c2.getTemperature());  
 }  
  
 }  
  
 **class** CompareByComments **implements** Comparator<Day> {  
  
 **public int** compare(Day c1, Day c2) {  
 **return** c1.getComments().compareTo(c2.getComments());  
 }  
  
 }  
  
 **public static void** main(String[] args) {  
 **new** TextFilePogoda().test(**"Summer.txt"**, **"Sorted.txt"**);  
 }  
}

*Файл Summer.txt містить такі дані:*

Лето Жаркое лето с малым количеством осадков  
20.06.2017 29,2 Облачно с прояснениями  
21.06.2017 34,3 Ясно  
22.06.2017 33,0 Ясно  
23.06.2017 29,1 Ясно, возможен дождь  
24.06.2017 30,6 Ясно

*Після запуску програми в файл Sorted.txt записуються такі дані:*

Лето Жаркое лето с малым количеством осадков  
20.06.2017 29.2 Облачно с прояснениями  
24.06.2017 30.6 Ясно  
22.06.2017 33.0 Ясно  
21.06.2017 34.3 Ясно  
23.06.2017 29.1 Ясно, возможен дождь

*Виведення даних у консольне вікно:*

![](data:image/png;base64,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)

*Клас XMLPogoda*

**package** lab2.individual;  
  
**import** lab2.individual.xml.PogodaData;  
**import** lab2.individual.xml.PogodaData.DayData;  
  
**import** javax.xml.bind.JAXBContext;  
**import** javax.xml.bind.JAXBException;  
**import** javax.xml.bind.Marshaller;  
**import** javax.xml.bind.Unmarshaller;  
**import** java.io.FileInputStream;  
**import** java.io.FileNotFoundException;  
**import** java.io.FileWriter;  
**import** java.io.IOException;  
**import** java.util.Arrays;  
**import** java.util.Comparator;  
  
**public class** XMLPogada **extends** AbstractPogoda {  
 **private** PogodaData **cd**;  
 @Override  
 **public** String getSezon() {  
 **return cd**.getSezon();  
 }  
  
 @Override  
 **public void** setSezon(String sezon) {  
 **cd**.setSezon(sezon);  
 }  
  
 @Override  
 **public** String getCom() {  
 **return cd**.getCom();  
 }  
  
 @Override  
 **public void** setCom(String com) {  
 **cd**.setCom(com);  
 }  
  
 @Override  
 **public void** addDays(Day day) {  
 DayData dayData = **new** DayData();  
 dayData.setData(day.getData());  
 dayData.setTemperature(day.getTemperature());  
 dayData.setComments(day.getComments());  
 **cd**.getDayData().add(dayData);  
 }  
  
 @Override  
 **public void** sortByTemp() {  
 Day[] arr = **new** Day[daysCount()];  
 **for** (**int** i = 0; i < arr.**length**; i++) {  
 arr[i] = getDays(i);  
 }  
 Arrays.*sort*(arr, **new** CompareByTemp());  
 **for** (**int** i = 0; i < arr.**length**; i++) {  
 setDay(i, arr[i]);  
 }  
 }  
  
 @Override  
 **public void** sortByComments() {  
 Day[] arr = **new** Day[daysCount()];  
 **for** (**int** i = 0; i < arr.**length**; i++) {  
 arr[i] = getDays(i);  
 }  
 Arrays.*sort*(arr, **new** CompareByComments());  
 **for** (**int** i = 0; i < arr.**length**; i++) {  
 setDay(i, arr[i]);  
 }  
 }  
  
 @Override  
 **public void** clearDay() {  
 **cd**.getDayData().clear();  
 }  
  
 @Override  
 **public int** daysCount() {  
 **return cd**.getDayData().size();  
 }  
  
 @Override  
 **public** Day getDays(**int** index) {  
 DayData dayData = **cd**.getDayData().get(index);  
 **return new** Day(dayData.getData(), dayData.getTemperature(), dayData.getComments());  
 }  
  
 @Override  
 **public void** setDay(**int** i, Day day) {  
 DayData dayData = **new** DayData();  
 dayData.setData(day.getData());  
 dayData.setTemperature(day.getTemperature());  
 dayData.setComments(day.getComments());  
 **cd**.getDayData().set(i, dayData);  
 }  
  
 @Override  
 **public boolean** readFromFile(String fileName) {  
 **try** {  
 JAXBContext jaxbContext = JAXBContext.*newInstance*(**"lab2.individual.xml"**);  
 Unmarshaller unmarshaller = jaxbContext.createUnmarshaller();  
 **cd** = (PogodaData) unmarshaller.unmarshal(**new** FileInputStream(fileName));  
 **return true**;  
 }  
 **catch** (FileNotFoundException | JAXBException e) {  
 **return false**;  
 }  
 }  
  
 @Override  
 **public boolean** writeToFile(String fileName) {  
 **try** {  
 JAXBContext jaxbContext = JAXBContext.*newInstance*(**"lab2.individual.xml"**);  
 Marshaller marshaller = jaxbContext.createMarshaller();  
 marshaller.setProperty(Marshaller.***JAXB\_FORMATTED\_OUTPUT***, Boolean.***TRUE***);  
 marshaller.marshal(**cd**, **new** FileWriter(fileName));  
 **return true**;  
 }  
 **catch** (JAXBException | IOException e) {  
 **return false**;  
 }  
 }  
  
 **class** CompareByTemp **implements** Comparator<Day> {  
  
 **public int** compare(Day c1, Day c2) {  
 **return** Double.*compare*(c1.getTemperature(), c2.getTemperature());  
 }  
  
 }  
  
 **class** CompareByComments **implements** Comparator<Day> {  
  
 **public int** compare(Day c1, Day c2) {  
 **return** c1.getComments().compareTo(c2.getComments());  
 }  
  
 }  
  
 **public static void** main(String[] args) {  
 **new** XMLPogada().test(**"Summer.xml"**, **"Sorted.xml"**);  
 }  
  
}

*Файл Pogoda.xsd*

*<?***xml version="1.0" encoding="UTF-8"***?>*<**xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema"**>  
 <**xs:element name="PogodaData"**>  
 <**xs:complexType**>  
 <**xs:sequence**>  
 <**xs:element maxOccurs="unbounded" name="DayData"**>  
 <**xs:complexType**>  
 <**xs:attribute name="Data" type="xs:string" use="required"** />  
 <**xs:attribute name="Temperature" type="xs:double" use="required"** />  
 <**xs:attribute name="Comments" type="xs:string" use="required"** />  
 </**xs:complexType**>  
 </**xs:element**>  
 </**xs:sequence**>  
 <**xs:attribute name="Sezon" type="xs:string" use="required"** />  
 <**xs:attribute name="Com" type="xs:string" use="required"** />  
 </**xs:complexType**>  
 </**xs:element**>  
</**xs:schema**>

*Файл Summer.xml*

*<?***xml version="1.0" encoding="UTF-8"***?>*<**PogodaData Sezon="Лето" Com="Жаркое лето с малым количеством осадков"** >  
 <**DayData Data="20.06.2017" Temperature="29.2" Comments="Облачно с прояснениями"** />  
 <**DayData Data="21.06.2017" Temperature="34.3" Comments="Ясно"** />  
 <**DayData Data="22.06.2017" Temperature="33.0" Comments="Ясно"** />  
 <**DayData Data="23.06.2017" Temperature="29.1" Comments="Ясно, возможен дождь"** />  
 <**DayData Data="24.06.2017" Temperature="30.6" Comments="Ясно"** />  
</**PogodaData**>

*Файл Sorted.xml після запуску програми*

*<?***xml version="1.0" encoding="UTF-8"***?>*<**PogodaData Sezon="Лето" Com="Жаркое лето с малым количеством осадков"** >  
 <**DayData Data="20.06.2017" Temperature="29.2" Comments="Облачно с прояснениями"** />  
 <**DayData Data="21.06.2017" Temperature="34.3" Comments="Ясно"** />  
 <**DayData Data="22.06.2017" Temperature="33.0" Comments="Ясно"** />  
 <**DayData Data="23.06.2017" Temperature="29.1" Comments="Ясно, возможен дождь"** />  
 <**DayData Data="24.06.2017" Temperature="30.6" Comments="Ясно"** />  
</**PogodaData**>

*Виведення даних у консольне вікно:*
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### 1.2 Сортування цілих

*Код програми 1.2:*

**package** lab2.sort;  
  
**import** java.io.\*;  
**import** java.util.\*;  
  
**public class** SortInt {  
  
**public static class** IntegerValueException **extends** Exception {  
 **private double wrongValue**;  
  
 **public** IntegerValueException(**double** wrongValue) {  
 **this**.**wrongValue** = wrongValue;  
 }  
  
 **public double** getWrongValue() {  
 **return wrongValue**;  
 }  
  
 }  
**public static** Comparator<Integer> comareByAbsValues() {  
 **class** LocalComparator **implements** Comparator<Integer> {  
 @Override  
 **public int** compare(Integer d1, Integer d2) {  
 **return** -Integer.*compare*(d1, d2);  
 }  
 }  
 **return new** LocalComparator();  
 }  
  
 **public static void** sortDoubles(String inFileName, String firstOutFileName,  
 String secondOutFileName) **throws** IntegerValueException, IOException,  
 InputMismatchException {  
 Integer[] arr = {};  
 **try** (BufferedReader reader = **new** BufferedReader(**new** FileReader(inFileName));  
 Scanner scanner = **new** Scanner(reader)) {  
 **while** (scanner.hasNext()) {  
 **int** d = scanner.nextInt();  
 **if** (d < 0) {  
 **throw new** IntegerValueException(d);  
 }  
 Integer[] arr1 = **new** Integer[arr.**length** + 1];  
 System.*arraycopy*(arr, 0, arr1, 0, arr.**length**);  
 arr1[arr.**length**] = d;  
 arr = arr1;  
 }  
 }  
 PrintWriter firstWriter = **new** PrintWriter(**new** FileWriter(firstOutFileName));  
 PrintWriter secondWriter = **new** PrintWriter(**new** FileWriter(secondOutFileName));  
 **try** {  
 Arrays.*sort*(arr);  
 **for** (Integer x : arr)  
 firstWriter.print(x + **" "**);  
 firstWriter.print(**"\n"**);  
 Arrays.*sort*(arr, *comareByAbsValues*());  
 **for** (Integer x : arr)  
 firstWriter.print(x + **" "**);  
 **int** p = 0;  
 **for** (Integer x : arr)  
 p += x;  
 secondWriter.print(p);  
 }  
 **finally** {  
 firstWriter.close();  
 secondWriter.close();  
 }  
 }  
  
 **public static void** main(String[] args) {  
 **try** {  
 *sortDoubles*(**"in.txt"**, **"out1.txt"**, **"out2.txt"**);  
 }  
 **catch** (IntegerValueException e) {  
 e.printStackTrace();  
 System.***err***.println(**"Wrong value: "** + e.getWrongValue());  
 }  
 **catch** (IOException e) {  
 e.printStackTrace();  
 }  
 **catch** (InputMismatchException e) {  
 e.printStackTrace();  
 }  
 }  
  
}

*Файл in.txt(містить вхідні дані)*

2 9 3 1 9 8 5

*Файл out1.txt(сортування за зменшенням та за збільшенням )*

1 2 3 5 8 9 9   
9 9 8 5 3 2 1

*Файл out2.txt(сума цифр)*

37

### 1.3 Реалізація серіализації й десеріализації

*Код програми 1.3:*

**Студент**

**package** lab2.seranddes;  
  
**import** java.io.Serializable;  
  
**public class** Student **implements** Serializable {  
 **private static final long *serialVersionUID*** = -6755942443306500892L;  
 **private** String **name**;  
 **private int age**;  
  
 **public** Student(String name, **int** age) {  
 **this**.**name** = name;  
 **this**.**age** = age;  
 }  
  
 **public** Student(){  
 }  
  
 **public** String getName() {  
 **return name**;  
 }  
  
 **public void** setName(String name) {  
 **this**.**name** = name;  
 }  
  
  
 **public int** getAge() {  
 **return age**;  
 }  
  
 **public void** setAge(**int** age) {  
 **this**.**age** = age;  
 }  
  
}

**Академічна група**

**package** lab2.seranddes;  
  
**import** java.io.Serializable;  
  
**public class** AcademGroup **implements** Serializable {  
 **private static final long *serialVersionUID*** = 8433147861334322335L;  
 **private** String **name**;  
 **private** Student[] **students**;  
  
 **public** AcademGroup(String name, Student... students) {  
 **this**.**name** = name;  
 **this**.**students** = students;  
 }  
  
 **public** AcademGroup() {  
  
 }  
  
 **public** String getName() {  
 **return name**;  
 }  
  
 **public void** setName(String name) {  
 **this**.**name** = name;  
 }  
  
 **public** Student[] getStudents() {  
 **return students**;  
 }  
  
 **public void** setStudents(Student... students) {  
 **this**.**students** = students;  
 }  
  
}

**Бінарна серіализація та десеріалізація**

**package** lab2.seranddes;  
  
**import** java.io.\*;  
  
**public class** DataSerialization {  
 **public static void** main(String[] args) {  
 AcademGroup c = **new** AcademGroup(**"36А"**,  
 **new** Student(**"Гоша Павлов"**, 18),  
 **new** Student(**"Фанциск 5"**, 65),  
 **new** Student(**"Катя Смоглова"**, 19)  
 );  
 **try** (ObjectOutputStream out = **new** ObjectOutputStream(**new** FileOutputStream(**"AcademGroups.dat"**))) {  
 out.writeObject(c);  
 }  
 **catch** (IOException e) {  
 e.printStackTrace();  
 };  
 }  
}

**package** lab2.seranddes;  
  
**import** java.io.\*;  
  
**public class** DataDeserialization {  
  
 **public static void** main(String[] args) **throws** ClassNotFoundException {  
 **try** (ObjectInputStream in = **new** ObjectInputStream(**new** FileInputStream(**"AcademGroups.dat"**))) {  
 AcademGroup academgroup = (AcademGroup) in.readObject();  
 System.***out***.println(academgroup.getName());  
 **for** (Student c : academgroup.getStudents()) {  
 System.***out***.println(c.getName() + **" "** + c.getAge());  
 }  
 }  
 **catch** (IOException e) {  
 e.printStackTrace();  
 };  
 }  
  
}

*Виведення даних у консольне вікно:*

![](data:image/png;base64,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)

### Серіализація та десеріалізація в XML

**package** lab2.seranddes;  
  
**import** java.beans.XMLEncoder;  
**import** java.io.\*;  
  
  
**public class** XMLSerialization {  
  
 **public static void** main(String[] args) {  
 AcademGroup c = **new** AcademGroup();  
 c.setName(**"36A"**);  
 Student a = **new** Student();  
 a.setName(**"Василий Волсиков"**);  
 a.setAge(18);  
 Student b = **new** Student();  
 b.setName(**"Юля Попова"**);  
 b.setAge(20);  
 c.setStudents(a, b);  
  
 **try** (XMLEncoder xmlEncoder = **new** XMLEncoder(**new** FileOutputStream(**"AcademGroup.xml"**))) {  
 xmlEncoder.writeObject(a);  
 xmlEncoder.writeObject(b);  
 xmlEncoder.writeObject(c);  
 xmlEncoder.flush();  
 }  
 **catch** (IOException e) {  
 e.printStackTrace();  
 }  
  
 }  
  
}

**package** lab2.seranddes;  
  
**import** java.beans.XMLDecoder;  
**import** java.io.\*;  
  
**public class** XMLDeserialization {  
  
 **public static void** main(String[] args) {  
 **try** (XMLDecoder xmlDecoder = **new** XMLDecoder(**new** FileInputStream(**"AcademGroup.xml"**))) {  
 Student a = (Student) xmlDecoder.readObject();  
 Student b = (Student) xmlDecoder.readObject();  
 AcademGroup c = (AcademGroup) xmlDecoder.readObject();  
 System.***out***.println(c.getName());  
 **for** (Student j : c.getStudents()) {  
 System.***out***.println(j.getName() + **" "** + j.getAge());  
 }  
 }  
 **catch** (IOException e) {  
 e.printStackTrace();  
 }  
 }  
  
}

*Файл AcademGroup.xml*

*<?***xml version="1.0" encoding="UTF-8"***?>*<**java version="1.8.0\_144" class="java.beans.XMLDecoder"**>  
 <**object class="lab2.seranddes.Student" id="Student0"**>  
 <**void property="age"**>  
 <**int**>18</**int**>  
 </**void**>  
 <**void property="name"**>  
 <**string**>Василий Волсиков</**string**>  
 </**void**>  
 </**object**>  
 <**object class="lab2.seranddes.Student" id="Student1"**>  
 <**void property="age"**>  
 <**int**>20</**int**>  
 </**void**>  
 <**void property="name"**>  
 <**string**>Юля Попова</**string**>  
 </**void**>  
 </**object**>  
 <**object class="lab2.seranddes.AcademGroup"**>  
 <**void property="name"**>  
 <**string**>36A</**string**>  
 </**void**>  
 <**void property="students"**>  
 <**array class="lab2.seranddes.Student" length="2"**>  
 <**void index="0"**>  
 <**object idref="Student0"**/>  
 </**void**>  
 <**void index="1"**>  
 <**object idref="Student1"**/>  
 </**void**>  
 </**array**>  
 </**void**>  
 </**object**>  
</**java**>

*Виведення даних у консольне вікно:*

![](data:image/png;base64,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)

### 1.4  Список файлів усіх підкаталогів

*Код програми 1.4:*

**package** lab2.list;  
**import** java.io.File;  
**import** java.io.FilenameFilter;  
**import** java.io.IOException;  
**import** java.util.Scanner;  
  
**public class** ListFile {  
 **public static void** directory(String dirName) **throws** IOException, WrongArgumentException {  
 File dir = **new** File(dirName);  
 **if** (!dir.exists()) {  
 **throw new** WrongArgumentException();  
 }  
 **if** (!dir.isDirectory()) {  
 **return**;  
 }  
 File[] list = dir.listFiles();  
 **for**(File file : list) {  
 System.***out***.println(file.getCanonicalPath());  
 *directory*(file+**""**);  
 }  
  
 }  
 **public static void** main(String[] args) **throws** IOException, WrongArgumentException {  
 Scanner scanner = **new** Scanner(System.***in***);  
 System.***out***.print(**"Уведіть ім\'я теки:"**);  
 String dirName = scanner.next();  
 **try** {  
 *directory*(dirName);  
 }  
 **catch** (WrongArgumentException e){  
 e.wrong();  
 }  
 }  
}

**package** lab2.list;  
  
**public class** WrongArgumentException **extends** Throwable {  
 **public void** wrong(){  
 System.***out***.println(**"Не существует такая тека"**);  
 }  
}

*Виведення частки результату у консольне вікно:*
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***Висновок:***

У даній роботі я за допомогою мови програмування Java та використовуючи попередній досвід я розробив різного роду програми, під час розробки яких я навчився працювати з винятками та файлами в Java